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Preface

Countless programmers have learned C++ from previous editions of C++ Primer. During that time, C++
has matured greatly: Its focus, and that of its programming community, has widened from looking mostly at
machine efficiency to devoting more attention to programmer efficiency.

In 2011, the C++ standards committee issued a major revision to the ISO C++ standard. This revised
standard is latest step in C++’s evolution and continues the emphasis on programmer efficiency. The
primary goals of the new standard are to

» Make the language more uniform and easier to teach and to learn
» Make the standard libraries easier, safer, and more efficient to use
» Make it easier to write efficient abstractions and libraries

In this edition, we have completely revised the C++ Primer to use the latest standard. You can get an
idea of how extensively the new standard has affected C++ by reviewing the New Features Table of
Contents, which lists the sections that cover new material and appears on page xxi.

Some additions in the new standard, such as auto for type inference, are pervasive. These facilities
make the code in this edition easier to read and to understand. Programs (and programmers!) can ignore
type details, which makes it easier to concentrate on what the program is intended to do. Other new
features, such as smart pointers and move-enabled containers, let us write more sophisticated classes
without having to contend with the intricacies of resource management. As a result, we can start to teach
how to write your own classes much earlier in the book than we did in the Fourth Edition. We—and you
—no longer have to worry about many of the details that stood in our way under the previous standard.

We’ve marked those parts of the text that cover features defined by the new standard, with a marginal
icon. We hope that readers who are already familiar with the core of C++ will find these alerts useful in
deciding where to focus their attention. We also expect that these icons will help explain error messages
from compilers that might not yet support every new feature. Although nearly all of the examples in this
book have been compiled under the current release of the GNU compiler, we realize some readers will
not yet have access to completely updated compilers. Even though numerous capabilities have been added

by the latest standard, the core language remains unchanged and forms the bulk of the material that we
cover. Readers can use these icons to note which capabilities may not yet be available in their compiler.

Why Read This Book?

Modern C++ can be thought of as comprising three parts:
* The low-level language, much of which is inherited from C

* More advanced language features that allow us to define our own types and to organize large-scale
programs and systems

* The standard library, which uses these advanced features to provide useful data structures and
algorithms



Most texts present C++ in the order in which it evolved. They teach the C subset of C++ first, and
present the more abstract features of C++ as advanced topics at the end of the book. There are two
problems with this approach: Readers can get bogged down in the details inherent in low-level
programming and give up in frustration. Those who do press on learn bad habits that they must unlearn
later.

We take the opposite approach: Right from the start, we use the features that let programmers ignore the
details inherent in low-level programming. For example, we introduce and use the library st ring and
vector types along with the built-in arithmetic and array types. Programs that use these library types are
easier to write, easier to understand, and much less error-prone.

Too often, the library is taught as an “advanced” topic. Instead of using the library, many books use
low-level programming techniques based on pointers to character arrays and dynamic memory
management. Getting programs that use these low-level techniques to work correctly is much harder than
writing the corresponding C++ code using the library.

Throughout C++ Primer, we emphasize good style: We want to help you, the reader, develop good
habits immediately and avoid needing to unlearn bad habits as you gain more sophisticated knowledge.
We highlight particularly tricky matters and warn about common misconceptions and pitfalls.

We also explain the rationale behind the rules—explaining the why not just the what. We believe that by
understanding why things work as they do, readers can more quickly cement their grasp of the language.

Although you do not need to know C in order to understand this book, we assume you know enough
about programming to write, compile, and run a program in at least one modern block-structured
language. In particular, we assume you have used variables, written and called functions, and used a
compiler.

Changes to the Fifth Edition

New to this edition of C++ Primer are icons in the margins to help guide the reader. C++ is a large
language that offers capabilities tailored to particular kinds of programming problems. Some of these
capabilities are of great import for large project teams but might not be necessary for smaller efforts. As a
result, not every programmer needs to know every detail of every feature. We’ve added these marginal
icons to help the reader know which parts can be learned later and which topics are more essential.

o

We’ve marked sections that cover the fundamentals of the language with an image of a person studying
a book. The topics covered in sections marked this way form the core part of the language. Everyone
should read and understand these sections.

We’ve also indicated those sections that cover advanced or special-purpose topics. These sections can
be skipped or skimmed on a first reading. We’ve marked such sections with a stack of books to indicate
that you can safely put down the book at that point. It is probably a good idea to skim such sections so you
know that the capability exists. However, there is no reason to spend time studying these topics until you
actually need to use the feature in your own programs.

=

To help readers guide their attention further, we’ve noted particularly tricky concepts with a



magnifying-glass icon. We hope that readers will take the time to understand thoroughly the material
presented in the sections so marked. In at least some of these sections, the import of the topic may not be
readily apparent; but we think you’ll find that these sections cover topics that turn out to be essential to
understanding the language.

G

Another aid to reading this book, is our extensive use of cross-references. We hope these references
will make it easier for readers to dip into the middle of the book, yet easily jump back to the earlier
material on which later examples rely.

What remains unchanged is that C++ Primer is a clear, correct, and thorough tutorial guide to C++. We
teach the language by presenting a series of increasingly sophisticated examples, which explain language
features and show how to make the best use of C++.

Structure of This Book

We start by covering the basics of the language and the library together in Parts I and II. These parts cover
enough material to let you, the reader, write significant programs. Most C++ programmers need to know
essentially everything covered in this portion of the book.

In addition to teaching the basics of C++, the material in Parts I and II serves another important
purpose: By using the abstract facilities defined by the library, you will become more comfortable with
using high-level programming techniques. The library facilities are themselves abstract data types that are
usually written in C++. The library can be defined using the same class-construction features that are
available to any C++ programmer. Our experience in teaching C++ is that by first using well-designed
abstract types, readers find it easier to understand how to build their own types.

Only after a thorough grounding in using the library—and writing the kinds of abstract programs that the
library allows—do we move on to those C++ features that will enable you to write your own
abstractions. Parts IIT and IV focus on writing abstractions in the form of classes. Part III covers the
fundamentals; Part IV covers more specialized facilities.

In Part II1, we cover issues of copy control, along with other techniques to make classes that are as easy
to use as the built-in types. Classes are the foundation for object-oriented and generic programming,
which we also cover in Part III. C++ Primer concludes with Part IV, which covers features that are of
most use in structuring large, complicated systems. We also summarize the library algorithms in Appendix
A.

Aids to the Reader

Each chapter concludes with a summary, followed by a glossary of defined terms, which together recap
the chapter’s most important points. Readers should use these sections as a personal checklist: If you do
not understand a term, restudy the corresponding part of the chapter.

We’ve also incorporated a number of other learning aids in the body of the text:

« Important terms are indicated in bold; important terms that we assume are already familiar to the
reader are indicated in bold italics. Each term appears in the chapter’s Defined Terms section.



* Throughout the book, we highlight parts of the text to call attention to important aspects of the
language, warn about common pitfalls, suggest good programming practices, and provide general
usage tips.

 To make it easier to follow the relationships among features and concepts, we provide extensive
forward and backward cross-references.

» We provide sidebar discussions on important concepts and for topics that new C++ programmers
often find most difficult.

* Learning any programming language requires writing programs. To that end, the Primer provides
extensive examples throughout the text. Source code for the extended examples is available on the
Web at the following URL:

http://www.informit.com/title/032174113

A Note about Compilers

As of this writing (July, 2012), compiler vendors are hard at work updating their compilers to match the
latest ISO standard. The compiler we use most frequently is the GNU compiler, version 4.7.0. There are
only a few features used in this book that this compiler does not yet implement: inheriting constructors,
reference qualifiers for member functions, and the regular-expression library.
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Chapter Summary
Defined Terms

This chapter introduces most of the basic elements of C++: types, variables, expressions, statements, and
functions. Along the way, we’ll briefly explain how to compile and execute a program.

After having read this chapter and worked through the exercises, you should be able to write, compile,
and execute simple programs. Later chapters will assume that you can use the features introduced in this
chapter, and will explain these features in more detail.

The way to learn a new programming language is to write programs. In this chapter, we’ll write a
program to solve a simple problem for a bookstore.

Our store keeps a file of transactions, each of which records the sale of one or more copies of a single
book. Each transaction contains three data elements:

0-201-70353-X 4 24.99

The first element is an ISBN (International Standard Book Number, a unique book identifier), the second
is the number of copies sold, and the last is the price at which each of these copies was sold. From time
to time, the bookstore owner reads this file and for each book computes the number of copies sold, the
total revenue from that book, and the average sales price.

To be able to write this program, we need to cover a few basic C++ features. In addition, we’ll need to
know how to compile and execute a program.

Although we haven’t yet designed our program, it’s easy to see that it must
* Define variables
* Do input and output
* Use a data structure to hold the data
* Test whether two records have the same ISBN
* Contain a loop that will process every record in the transaction file

We’ll start by reviewing how to solve these subproblems in C++ and then write our bookstore program.



1.1. Writing a Simple C++ Program

Every C++ program contains one or more functions, one of which must be named main. The operating
system runs a C++ program by calling ma in. Here is a simple version of main that does nothing but
return a value to the operating system:

int main ()

{

return 0;

}

A function definition has four elements: a return type, a function name, a (possibly empty) parameter
list enclosed in parentheses, and a function body. Although main is special in some ways, we define
main the same way we define any other function.

In this example, ma in has an empty list of parameters (shown by the () with nothing inside). § 6.2.5
(p. 218) will discuss the other parameter types that we can define for main.

The main function is required to have a return type of int, whichis a type that represents integers.
The int type is a built-in type, which means that it is one of the types the language defines.

The final part of a function definition, the function body, is a block of statements starting with an open
curly brace and ending with a close curly:

{

return 0;

}

The only statement in this block is a return, which is a statement that terminates a function. As is the
case here, a return can also send a value back to the function’s caller. When a return statement

includes a value, the value returned must have a type that is compatible with the return type of the
function. In this case, the return type of main is int and the return value is 0, whichis an int.

—~
) Note
Note the semicolon at the end of the return statement. Semicolons mark the end of most

statements in C++. They are easy to overlook but, when forgotten, can lead to mysterious
compiler error messages.

On most systems, the value returned frommain is a status indicator. A return value of 0 indicates

success. A nonzero return has a meaning that is defined by the system. Ordinarily a nonzero return
indicates what kind of error occurred.

Key Concept: Types

Types are one of the most fundamental concepts in programming and a concept that we will



come back to over and over in this Primer. A type defines both the contents of a data element
and the operations that are possible on those data.

The data our programs manipulate are stored in variables and every variable has a type.
When the type of a variable named v is T, we often say that “v has type T” or, interchangeably,
that “visa T.”

1.1.1. Compiling and Executing Our Program

Having written the program, we need to compile it. How you compile a program depends on your
operating system and compiler. For details on how your particular compiler works, check the reference
manual or ask a knowledgeable colleague.

Many PC-based compilers are run from an integrated development environment (IDE) that bundles the
compiler with build and analysis tools. These environments can be a great asset in developing large
programs but require a fair bit of time to learn how to use effectively. Learning how to use such
environments is well beyond the scope of this book.

Most compilers, including those that come with an IDE, provide a command-line interface. Unless you
already know the IDE, you may find it easier to start with the command-line interface. Doing so will let
you concentrate on learning C++ first. Moreover, once you understand the language, the IDE is likely to be
easier to learn.

Program Source File Naming Convention

Whether you use a command-line interface or an IDE, most compilers expect program source code to be
stored in one or more files. Program files are normally referred to as a source files. On most systems, the
name of a source file ends with a suffix, which is a period followed by one or more characters. The suffix
tells the system that the file is a C++ program. Different compilers use different suffix conventions; the
most common include . cc, .cxx, .cpp, .cp, and .C.

Running the Compiler from the Command Line

If we are using a command-line interface, we will typically compile a program in a console window
(such as a shell window on a UNIX system or a Command Prompt window on Windows). Assuming that
our main programis in a file named progl . cc, we might compile it by using a command such as

$ CC progl.cc

where CC names the compiler and $ is the system prompt. The compiler generates an executable file. On
a Windows system, that executable file is named progl . exe. UNIX compilers tend to put their
executables in files named a . out.

To run an executable on Windows, we supply the executable file name and can omit the . exe file
extension:

$ progl



On some systems you must specify the file’s location explicitly, even if the file is in the current directory
or folder. In such cases, we would write

$ .\progl
The “.” followed by a backslash indicates that the file is in the current directory.

To run an executable on UNIX, we use the full file name, including the file extension:

$ a.out

If we need to specify the file’s location, we’d use a “.” followed by a forward slash to indicate that our
executable is in the current directory:

$ ./a.out

The value returned frommain is accessed in a system-dependent manner. On both UNIX and Windows
systems, after executing the program, you must issue an appropriate echo command.

On UNIX systems, we obtain the status by writing
$ echo $?
To see the status on a Windows system, we write

$ echo %ERRORLEVEL %

Running the GNU or Microsoft Compilers

The command used to run the C++ compiler varies across compilers and operating systems.
The most common compilers are the GNU compiler and the Microsoft Visual Studio compilers.
By default, the command to run the GNU compiler is g++:

Click here to view code image
S g++ -o progl progl.cc

Here $ is the system prompt. The —~0 progl is an argument to the compiler and names the file
in which to put the executable file. This command generates an executable file named progl
or progl .exe, depending on the operating system. On UNIX, executable files have no suffix;
on Windows, the suffix is .exe. If the —o progl is omitted, the compiler generates an
executable named a . out on UNIX systems and a . exe on Windows. (Note: Depending on the
release of the GNU compiler you are using, you may need to specify —std=c++0x to turn on
C++ 11 support.)

The command to run the Microsoft Visual Studio 2010 compiler is c1:

Click here to view code image
C:\Users\me\Programs> cl /EHsc progl.cpp

Here C: \Users\me\Programs> is the system prompt and \Users\me\Programs is
the name of the current directory (aka the current folder). The c1 command invokes the



compiler, and /EHsc is the compiler option that turns on standard exception handling. The
Microsoft compiler automatically generates an executable with a name that corresponds to the
first source file name. The executable has the suffix . exe and the same name as the source file

name. In this case, the executable is named progl . exe.

Compilers usually include options to generate warnings about problematic constructs. It is
usually a good idea to use these options. Our preference is to use —Wa 11 with the GNU

compiler, and to use /W4 with the Microsoft compilers.

For further information consult your compiler’s user’s guide.

Exercises Section 1.1.1

Exercise 1.1: Review the documentation for your compiler and determine what file naming
convention it uses. Compile and run the ma in program from page 2.

Exercise 1.2: Change the program to return —1. A return value of -1 is often treated as an
indicator that the program failed. Recompile and rerun your program to see how your system
treats a failure indicator frommain.

1.2. A First Look at Input/Output

The C++ language does not define any statements to do input or output (IO). Instead, C++ includes an
extensive standard library that provides IO (and many other facilities). For many purposes, including the
examples in this book, one needs to know only a few basic concepts and operations from the IO library.

Most of the examples in this book use the iostream library. Fundamental to the i ostream library are
two types named istream and ostream, which represent input and output streams, respectively. A stream
is a sequence of characters read from or written to an IO device. The term stream is intended to suggest
that the characters are generated, or consumed, sequentially over time.

Standard Input and Output Objects

The library defines four IO objects. To handle input, we use an object of type istream named cin
(pronounced see-in). This object is also referred to as the standard input. For output, we use an
ostream object named cout (pronounced see-out). This object is also known as the standard output.
The library also defines two other ost ream objects, named cerr and clog (pronounced see-err and see-
log, respectively). We typically use cerr, referred to as the standard error, for warning and error
messages and c1og for general information about the execution of the program.

Ordinarily, the system associates each of these objects with the window in which the program is
executed. So, when we read from cin, data are read from the window in which the program is executing,

and when we write to cout, cerr, or clog, the output is written to the same window.



A Program That Uses the 10 Library

In our bookstore problem, we’ll have several records that we’ll want to combine into a single total. As a
simpler, related problem, let’s look first at how we might add two numbers. Using the IO library, we can
extend our ma in program to prompt the user to give us two numbers and then print their sum:

Click here to view code image

#include <iostream>

int main ()

{
std::cout << "Enter two numbers:" << std::endl;
int vl = 0, v2 = 0;
std::cin >> vl >> v2;
std::cout << "The sum of " << vl << " and " << v2

<< " is " << vl 4+ v2 << std::endl;

return O;

}

This program starts by printing
Enter two numbers:

on the user’s screen and then waits for input from the user. If the user enters
37

followed by a newline, then the program produces the following output:
The sum of 3 and 7 is 10

The first line of our program

#include <iostream>

tells the compiler that we want to use the i ost ream library. The name inside angle brackets
(iostream inthis case) refers to a header. Every program that uses a library facility must include its
associated header. The #include directive must be written on a single line—the name of the header
and the # include must appear on the same line. In general, # include directives must appear outside
any function. Typically, we put all the #1include directives for a program at the beginning of the source
file.

Writing to a Stream

The first statement in the body of main executes an expression. In C++ an expression yields a result and

is composed of one or more operands and (usually) an operator. The expressions in this statement use the
output operator (the « operator) to print a message on the standard output:

Click here to view code image

std: :cout << "Enter two numbers:" << std::endl;



The << operator takes two operands: The left-hand operand must be an ost ream object; the right-hand
operand is a value to print. The operator writes the given value on the given ost ream. The result of the
output operator is its left-hand operand. That is, the result is the ost ream on which we wrote the given
value.

Our output statement uses the << operator twice. Because the operator returns its left-hand operand, the

result of the first operator becomes the left-hand operand of the second. As a result, we can chain together
output requests. Thus, our expression is equivalent to

Click here to view code image

(std::cout << "Enter two numbers:") << std::endl;

Each operator in the chain has the same object as its left-hand operand, in this case std: : cout.
Alternatively, we can generate the same output using two statements:

Click here to view code image

std: :cout << "Enter two numbers:";
std::cout << std::endl;

The first output operator prints a message to the user. That message is a string literal, which is a
sequence of characters enclosed in double quotation marks. The text between the quotation marks is
printed to the standard output.

The second operator prints end1, which is a special value called a manipulator. Writing end1 has
the effect of ending the current line and flushing the buffer associated with that device. Flushing the buffer
ensures that all the output the program has generated so far is actually written to the output stream, rather
than sitting in memory waiting to be written.

M,

i bY .
AAN Warning

Programmers often add print statements during debugging. Such statements should always flush
the stream. Otherwise, if the program crashes, output may be left in the buffer, leading to
incorrect inferences about where the program crashed.

Using Names from the Standard Library

Careful readers will note that this program uses std: : cout and std: : end1l rather than just cout
and endl. The prefix std: : indicates that the names cout and end1l are defined inside the

namespace named std. Namespaces allow us to avoid inadvertent collisions between the names we
define and uses of those same names inside a library. All the names defined by the standard library are in
the std namespace.

One side effect of the library’s use of a namespace is that when we use a name from the library, we
must say explicitly that we want to use the name from the std namespace. Writing std: : cout uses the

scope operator (the :: operator) to say that we want to use the name cout that is defined in the



namespace std. § 3.1 (p. 82) will show a simpler way to access names from the library.

Reading from a Stream

Having asked the user for input, we next want to read that input. We start by defining two variables named
v1 and v2 to hold the input:

int vl = 0, v2 = 0;

We define these variables as type int, which is a built-in type representing integers. We also initialize
them to 0. When we initialize a variable, we give it the indicated value at the same time as the variable is
created.

The next statement
std::cin >> vl >> v2;

reads the input. The input operator (the » operator) behaves analogously to the output operator. It takes an
istream as its left-hand operand and an object as its right-hand operand. It reads data from the given

istream and stores what was read in the given object. Like the output operator, the input operator
returns its left-hand operand as its result. Hence, this expression is equivalent to

(std::cin >> vl1) >> v2;

Because the operator returns its left-hand operand, we can combine a sequence of input requests into a
single statement. Our input operation reads two values from std: : cin, storing the firstin v1 and the
second in v2. In other words, our input operation executes as

std::cin >> vl;
std::cin >> v2;

Completing the Program

What remains is to print our result:

Click here to view code image

std::cout << "The sum of " << vl << " and " << v2
<< " is " << vl 4+ v2 << std::endl;

This statement, although longer than the one that prompted the user for input, is conceptually similar. It
prints each of its operands on the standard output. What is interesting in this example is that the operands
are not all the same kinds of values. Some operands are string literals, such as "The sum of ".
Others are int values, such as v1, v2, and the result of evaluating the arithmetic expression vl + v2.
The library defines versions of the input and output operators that handle operands of each of these
differing types.

Exercises Section 1.2
Exercise 1.3: Write a program to print He11o, Wor1ld on the standard output.



Exercise 1.4: Our program used the addition operator, +, to add two numbers. Write a program
that uses the multiplication operator, *, to print the product instead.

Exercise 1.5: We wrote the output in one large statement. Rewrite the program to use a
separate statement to print each operand.

Exercise 1.6: Explain whether the following program fragment is legal.

Click here to view code image

std::cout << "The sum of " << vl;
<< " and " << v2;
<< " is " << vl 4+ v2 << std::endl;

If the program is legal, what does it do? If the program is not legal, why not? How would you
fix it?

1.3. A Word about Comments

Before our programs get much more complicated, we should see how C++ handles comments. Comments
help the human readers of our programs. They are typically used to summarize an algorithm, identify the
purpose of a variable, or clarify an otherwise obscure segment of code. The compiler ignores comments,
so they have no effect on the program’s behavior or performance.

Although the compiler ignores comments, readers of our code do not. Programmers tend to believe
comments even when other parts of the system documentation are out of date. An incorrect comment is
worse than no comment at all because it may mislead the reader. When you change your code, be sure to
update the comments, too!

Kinds of Comments in C++

There are two kinds of comments in C++: single-line and paired. A single-line comment starts with a
double slash (/ /) and ends with a newline. Everything to the right of the slashes on the current line is
ignored by the compiler. A comment of this kind can contain any text, including additional double slashes.

The other kind of comment uses two delimiters (/* and * /) that are inherited from C. Such comments
begin with a /* and end with the next * /. These comments can include anything that is nota * /,
including newlines. The compiler treats everything that falls between the /* and * / as part of the
comment.

A comment pair can be placed anywhere a tab, space, or newline is permitted. Comment pairs can span
multiple lines of a program but are not required to do so. When a comment pair does span multiple lines,
it is often a good idea to indicate visually that the inner lines are part of a multiline comment. Our style is
to begin each line in the comment with an asterisk, thus indicating that the entire range is part of a
multiline comment.

Programs typically contain a mixture of both comment forms. Comment pairs generally are used for
multiline explanations, whereas double-slash comments tend to be used for half-line and single-line



remarks:

Click here to view code image

#include <iostream>
/~k
* Simple main function:
*  Read two numbers and write their sum
*/
int main ()
{
// prompt user to enter two numbers
std::cout << "Enter two numbers:" << std::endl;
int vl = 0, v2 = 0; // variables to hold the input we read
std::cin >> v1 >> v2; // readinput
std::cout << "The sum of " << vl << " and " << v2
<< " is " << vl 4+ v2 << std::endl;
return O;

L) Note

In this book, we italicize comments to make them stand out from the normal program text. In
actual programs, whether comment text is distinguished from the text used for program code
depends on the sophistication of the programming environment you are using.

Comment Pairs Do Not Nest

A comment that begins with /* ends with the next * /. As a result, one comment pair cannot appear inside
another. The compiler error messages that result from this kind of mistake can be mysterious and
confusing. As an example, compile the following program on your system:

Click here to view code image

/~k
* comment pairs /* */ cannot nest .
* "'cannot nest'' is considered source code,
* as is the rest of the program
*/

int main ()

{

return 0;

}

We often need to comment out a block of code during debugging. Because that code might contain



nested comment pairs, the best way to comment a block of code is to insert single-line comments at the
beginning of each line in the section we want to ignore:

Click here to view code image

/]
// *everything inside a single-line comment is ignored
// *including nested comment pairs

/] */

Exercises Section 1.3
Exercise 1.7: Compile a program that has incorrectly nested comments.
Exercise 1.8: Indicate which, if any, of the following output statements are legal:

Click here to view code image

std::cout << "/*";

std::cout << "*/";

std::cout << /* "x/" o *x /.

std::cout << /* "k /m Jxom/kn ok /.

After you’ve predicted what will happen, test your answers by compiling a program with each
of these statements. Correct any errors you encounter.

1.4. Flow of Control

Statements normally execute sequentially: The first statement in a block is executed first, followed by the
second, and so on. Of course, few programs—including the one to solve our bookstore problem—can be
written using only sequential execution. Instead, programming languages provide various flow-of-control
statements that allow for more complicated execution paths.

1.4.1. The while Statement

A while statement repeatedly executes a section of code so long as a given condition is true. We can use
a while to write a program to sum the numbers from 1 through 10 inclusive as follows:

Click here to view code image

#include <iostream>
int main ()
{
int sum = 0, val = 1;
// keep executing the while as long as val is less than or equal to 10
while (val <= 10) {
sum += val; // assigns sum + val to sum



++val; // add 1 to val
}

std::cout << "Sum of 1 to 10 inclusive is "
<< sum << std::endl;
return 0;

}

When we compile and execute this program, it prints
Sum of 1 to 10 inclusive is 55

As before, we start by including the 1 ost ream header and defining main. Inside main we define
two int variables: sum, which will hold our summation, and val, which will represent each of the
values from 1 through 10. We give sum an initial value of 0 and start val off with the value 1.

The new part of this program is the while statement. A while has the form

while (condition)
statement

A while executes by (alternately) testing the condition and executing the associated statement until the
condition is false. A condition is an expression that yields a result that is either true or false. So long as
condition is true, statement is executed. After executing statement, condition is tested again. If condition
is again true, then statement is again executed. The whi 1e continues, alternately testing the condition
and executing statement until the condition is false.

In this program, the while statement is

Click here to view code image

// keep executing the while as long as val is less than or equal to 10
while (val <= 10) {

sum += val; // assigns sum + val to sum
++val; // add 1 to val
}

The condition uses the less-than-or-equal operator (the <=_operator) to compare the current value of val
and 10. As long as val is less than or equal to 10, the condition is true. If the condition is true, we
execute the body of the while. In this case, that body is a block with two statements:

Click here to view code image

{

sum += val; // assigns sum + val to sum
++val; // add 1 to val
}

A block is a sequence of zero or more statements enclosed by curly braces. A block is a statement and
may be used wherever a statement is required. The first statement in this block uses the compound
assignment operator (the +=_operator). This operator adds its right-hand operand to its left-hand operand
and stores the result in the left-hand operand. It has essentially the same effect as writing an addition and



n assignment:

Click here to view code image

sum = sum + val; // assign sum + val to sum

Thus, the first statement in the block adds the value of val to the current value of sum and stores the
result back into sum.

The next statement
++val; // add 1 to val

uses the prefix increment operator (the ++ operator). The increment operator adds 1 to its operand.
Writing ++val is the same as writing val = val + 1.

After executing the while body, the loop evaluates the condition again. If the (now incremented) value
of val is still less than or equal to 10, then the body of the while is executed again. The loop continues,
testing the condition and executing the body, until val is no longer less than or equal to 10.

Once val is greater than 10, the program falls out of the whi 1e loop and continues execution with the
statement following the whi1e. In this case, that statement prints our output, followed by the return,
which completes our main program.

Exercises Section 1.4.1
Exercise 1.9: Write a program that uses a while to sum the numbers from 50 to 100.
Exercise 1.10: In addition to the ++ operator that adds 1 to its operand, there is a decrement

operator (—-) that subtracts 1. Use the decrement operator to write a while that prints the
numbers from ten down to zero.

Exercise 1.11: Write a program that prompts the user for two integers. Print each number in the
range specified by those two integers.

1.4.2. The for Statement

In our while loop we used the variable val to control how many times we executed the loop. We tested
the value of val in the condition and incremented val inthe while body.

This pattern—using a variable in a condition and incrementing that variable in the body—happens so
often that the language defines a second statement, the for statement, that abbreviates code that follows
this pattern. We can rewrite this program using a for loop to sum the numbers from 1 through 10 as

follows:

Click here to view code image

#include <iostream>
int main ()

{



int sum = O;
// sumvalues from 1 through 10 inclusive
for (int val = 1; val <= 10; ++val)
sum += val; // equivalentto sum = sum + val
std::cout << "Sum of 1 to 10 inclusive is "
<< sum << std::endl;
return O;

}

As before, we define sum and initialize it to zero. In this version, we define val as part of the for
statement itself:

Click here to view code image

for (int val = 1; wval <= 10; ++val)
sum += val;

Each for statement has two parts: a header and a body. The header controls how often the body is

executed. The header itself consists of three parts: an init-statement, a condition, and an expression. In
this case, the init-statement

int val = 1;
defines an int object named val and gives it an initial value of 1. The variable val exists only inside

the for; itis not possible to use val after this loop terminates. The init-statement is executed only once,
on entry to the for. The condition

val <= 10

compares the current value in val to 10. The condition is tested each time through the loop. As long as
val is less than or equal to 10, we execute the for body. The expression is executed after the for
body. Here, the expression

++val

uses the prefix increment operator, which adds 1 to the value of val. After executing the expression, the
for retests the condition. If the new value of val is still less than or equal to 10, then the for loop
body is executed again. After executing the body, val is incremented again. The loop continues until the
condition fails.

In this loop, the for body performs the summation

Click here to view code image

sum += val; // equivalentto sum = sum + val
To recap, the overall execution flow of this for is:
1. Create val and initialize it to 1.

2. Test whether val is less than or equal to 10. If the test succeeds, execute the for body. If the test
fails, exit the loop and continue execution with the first statement following the for body.



3. Increment val.

4. Repeat the test in step 2, continuing with the remaining steps as long as the condition is true.

Exercises Section 1.4.2
Exercise 1.12: What does the following for loop do? What is the final value of sum?

Click here to view code image

int sum = 0O;
for (int i =
sum += 1i;

-100; 1 <= 100; ++1)

Exercise 1.13: Rewrite the exercises from § 1.4.1 (p. 13) using for loops.
Exercise 1.14: Compare and contrast the loops that used a for with those using a while. Are
there advantages or disadvantages to using either form?

Exercise 1.15: Write programs that contain the common errors discussed in the box on page 16.
Familiarize yourself with the messages the compiler generates.

1.4.3. Reading an Unknown Number of Inputs

In the preceding sections, we wrote programs that summed the numbers from 1 through 10. A logical
extension of this program would be to ask the user to input a set of numbers to sum. In this case, we won’t
know how many numbers to add. Instead, we’ll keep reading numbers until there are no more numbers to

read:

Click here to view code image

#include <iostream>
int main ()

{

}

int sum = 0, value = 0;
// read until end-of-file, calculating a running total of all values read
while (std::cin >> wvalue)

sum += value; // equivalentto sum = sum + value
std::cout << "Sum is: " << sum << std::endl;

return 0;

If we give this program the input
3456

then our output will be

Sumis: 18

The first line inside main defines two int variables, named sum and value, which we initialize to



0. We’ll use value to hold each number as we read it from the input. We read the data inside the
condition of the while:

while (std::cin >> wvalue)
Evaluating the while condition executes the expression
std::cin >> value

That expression reads the next number from the standard input and stores that number in value. The
input operator (8§ 1.2, p. 8) returns its left operand, which in this case is std: : cin. This condition,
therefore, tests std: : cin.

When we use an 1 st ream as a condition, the effect is to test the state of the stream. If the stream is
valid—that is, if the stream hasn’t encountered an error—then the test succeeds. An i st ream becomes
invalid when we hit end-of-file or encounter an invalid input, such as reading a value that is not an
integer. An istream thatis in aninvalid state will cause the condition to yield false.

Thus, our while executes until we encounter end-of-file (or an input error). The whi1e body uses the
compound assignment operator to add the current value to the evolving sum. Once the condition fails, the
while ends. We fall through and execute the next statement, which prints the sum followed by end1.

Entering an End-of-File from the Keyboard

When we enter input to a program from the keyboard, different operating systems use different
conventions to allow us to indicate end-of-file. On Windows systems we enter an end-of-file by
typing a control-z—hold down the Ctrl key and press z—followed by hitting either the Enter or
Return key. On UNIX systems, including on Mac OS X machines, end-of-file is usually control-
d.

Compilation Revisited

Part of the compiler’s job is to look for errors in the program text. A compiler cannot detect
whether a program does what its author intends, but it can detect errors in the form of the
program. The following are the most common kinds of errors a compiler will detect.

Syntax errors: The programmer has made a grammatical error in the C++ language. The
following program illustrates common syntax errors; each comment describes the error on the
following line:

Click here to view code image

// error: missing ) in parameter list for main
int main ( {
// error: used colon, not a semicolon, after endl
std::cout << "Read each file." << std::endl:
// error: missing quotes around string literal
std::cout << Update master. << std::endl;



// error: second output operator is missing
std::cout << "Write new master." std::endl;

// error: missing ; on return statement
return O

}

Type errors: Each item of data in C++ has an associated type. The value 10, for example, has a
type of int (or, more colloquially, “is an int”). The word "hel1lo", including the double

quotation marks, is a string literal. One example of a type error is passing a string literal to a
function that expects an int argument.

Declaration errors: Every name used in a C++ program must be declared before it is used.
Failure to declare a name usually results in an error message. The two most common
declaration errors are forgetting to use std: : for a name from the library and misspelling the

name of an identifier:

Click here to view code image

#include <iostream>
int main ()
{
int vl = 0, v2 = 0;
std::cin >> v >> v2; // error:uses "v" not "vl"
// error: cout not defined; should be std::cout
cout << vl + v2 << std::endl;
return O;

Error messages usually contain a line number and a brief description of what the compiler
believes we have done wrong. It is a good practice to correct errors in the sequence they are
reported. Often a single error can have a cascading effect and cause a compiler to report more
errors than actually are present. It is also a good idea to recompile the code after each fix—or
after making at most a small number of obvious fixes. This cycle is known as edit-compile-

debug.

Exercises Section 1.4.3

Exercise 1.16: Write your own version of a program that prints the sum of a set of integers read
from cin.

1.4.4. The if Statement

Like most languages, C++ provides an if statement that supports conditional execution. We can use an
if to write a program to count how many consecutive times each distinct value appears in the input:



Click here to view code image

#include <iostream>
int main ()
{
// currVal is the number we're counting; we'll read new values into val
int currval = 0, wval = 0;
// read first number and ensure that we have data to process
if (std::cin >> currVal) {
int cnt = 1; // storethe count for the current value we're processing
while (std::cin >> val) { // read the remaining numbers

if (val == currVval) // if the values are the same
++cnt; // add 1 to cnt
else { // otherwise, print the count for the previous value
std::cout << currVal << " occurs "
<< cnt << " times" << std::endl;
currVal = val; // remember the new value
cnt = 1; // reset the counter

}
} // while loop ends here
// remember to print the count for the last value in the file
std::cout << currVal << " occurs "
<< cnt << " times" << std::endl;

} // outermost if statement ends here
return O;

}
If we give this program the following input:
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42 42 42 42 42 55 55 62 100 100 100
then the output should be

42 occurs 5 times
55 occurs 2 times
62 occurs 1 times
100 occurs 3 times

Much of the code in this program should be familiar from our earlier programs. We start by defining
val and currVal: currVal will keep track of which number we are counting; val will hold each

number as we read it from the input. What’s new are the two i f statements. The first 1 £

Click here to view code image

if (std::cin >> currVal) {
//

} // outermost if statement ends here



ensures that the input is not empty. Like a while, an 1 f evaluates a condition. The condition in the first
if reads a value into currval. If the read succeeds, then the condition is true and we execute the block

that starts with the open curly following the condition. That block ends with the close curly just before the
return statement.

Once we know there are numbers to count, we define cnt, which will count how often each distinct
number occurs. We use a while loop similar to the one in the previous section to (repeatedly) read
numbers from the standard input.

The body of the while is a block that contains the second i f statement:

Click here to view code image

if (val == currVval) // if the values are the same
++cnt; // add 1 to cnt
else { // otherwise, print the count for the previous value
std::cout << currVal << " occurs "
<< cnt << " times" << std::endl;
currVal = val; // remember the new value
cnt = 1; // reset the counter

}

The condition in this i f uses the equality operator (the == operator) to test whether val is equal to
currVal. If so, we execute the statement that immediately follows the condition. That statement
increments cnt, indicating that we have seen currval once more.

If the condition is false—that is, if val is not equal to currval—then we execute the statement
following the e 1 se. This statement is a block consisting of an output statement and two assignments. The
output statement prints the count for the value we just finished processing. The assignments reset cnt to 1
and currVal to val, which is the number we just read.

Fay

/!\ Warning

C++ uses = for assignment and == for equality. Both operators can appear inside a condition. It
is a common mistake to write = when you mean == inside a condition.

Exercises Section 1.4.4

Exercise 1.17: What happens in the program presented in this section if the input values are all
equal? What if there are no duplicated values?

Exercise 1.18: Compile and run the program from this section giving it only equal values as
input. Run it again giving it values in which no number is repeated.

Exercise 1.19: Revise the program you wrote for the exercises in § 1.4.1 (p. 13) that printed a
range of numbers so that it handles input in which the first number is smaller than the second.




Key Concept: Indentation and Formatting of C++ Programs

C++ programs are largely free-format, meaning that where we put curly braces, indentation,
comments, and newlines usually has no effect on what our programs mean. For example, the
curly brace that denotes the beginning of the body of main could be on the same line as main;
positioned as we have done, at the beginning of the next line; or placed anywhere else we’d
like. The only requirement is that the open curly must be the first nonblank, noncomment
character following main’s parameter list.

Although we are largely free to format programs as we wish, the choices we make affect the
readability of our programs. We could, for example, have written main on a single long line.
Such a definition, although legal, would be hard to read.

Endless debates occur as to the right way to format C or C++ programs. Our belief is that
there is no single correct style but that there is value in consistency. Most programmers indent
subsidiary parts of their programs, as we’ve done with the statements inside main and the
bodies of our loops. We tend to put the curly braces that delimit functions on their own lines.
We also indent compound IO expressions so that the operators line up. Other indentation
conventions will become clear as our programs become more sophisticated.

The important thing to keep in mind is that other ways to format programs are possible. When
you choose a formatting style, think about how it affects readability and comprehension. Once
you’ve chosen a style, use it consistently.

1.5. Introducing Classes

The only remaining feature we need to understand before solving our bookstore problem is how to define
a data structure to represent our transaction data. In C++ we define our own data structures by defining a
class. A class defines a type along with a collection of operations that are related to that type. The class
mechanism is one of the most important features in C++. In fact, a primary focus of the design of C++ is to
make it possible to define class types that behave as naturally as the built-in types.

In this section, we’ll describe a simple class that we can use in writing our bookstore program. We’ll
implement this class in later chapters as we learn more about types, expressions, statements, and
functions.

To use a class we need to know three things:
* What is its name?
* Where is it defined?
» What operations does it support?

For our bookstore problem, we’ll assume that the class is named Sales item and thatitis already
defined in a header named Sales item.h.

As we’ve seen, to use a library facility, we must include the associated header. Similarly, we use



headers to access classes defined for our own applications. Conventionally, header file names are
derived from the name of a class defined in that header. Header files that we write usually have a suffix of
. h, but some programmers use . H, . hpp, or . hxx. The standard library headers typically have no

suffix at all. Compilers usually don’t care about the form of header file names, but IDEs sometimes do.

1.5.1. The Sales_item Class

The purpose of the Sales item class is to represent the total revenue, number of copies sold, and

average sales price for a book. How these data are stored or computed is not our concern. To use a class,
we need not care about how it is implemented. Instead, what we need to know is what operations objects
of that type can perform.

Every class defines a type. The type name is the same as the name of the class. Hence, our
Sales item class defines a type named Sales item. As with the built-in types, we can define a
variable of a class type. When we write

Sales item item;

we are saying that i tem is an object of type Sales item. We often contract the phrase “an object of
type Sales item”to “a Sales item object” or even more simply to “a Sales item.”

In addition to being able to define variables of type Sales item, we can:
+ Call a function named i sbn to fetch the 1SBN froma Sales item object
» Use the input (>>) and output (<<) operators to read and write objects of type Sales item.
» Use the assignment operator (=) to assignone Sales 1item object to another.

» Use the addition operator (+) to add two Sales item objects. The two objects must refer to the
same ISBN. The resultis a new Sales item object whose ISBN is that of its operands and whose
number sold and revenue are the sum of the corresponding values in its operands.

* Use the compound assignment operator (+=) to add one Sales item objectinto another.

Key Concept: Classes Define Behavior

The important thing to keep in mind when you read these programs is that the author of the
Sales item class defines all the actions that can be performed by objects of this class. That
is, the Sales item class defines what happens whena Sales item objectis created and

what happens when the assignment, addition, or the input and output operators are applied to
Sales items.

In general, the class author determines all the operations that can be used on objects of the
class type. For now, the only operations we know we can performon Sales item objects
are the ones listed in this section.

Reading and Writing Sales_items



Now that we know what operations we can use with Sales item objects, we can write programs that

use the class. For example, the following program reads data from the standard input into a
Sales item objectand writes that Sales item back onto the standard output:

Click here to view code image

#include <iostream>
#include "Sales item.h"
int main ()

{

Sales item book;

// read ISBN, number of copies sold, and sales price
std::cin >> book;

// write ISBN, number of copies sold, total revenue, and average price
std::cout << book << std::endl;
return O;

}

If the input to this program is
0-201-70353-X 4 24.99

then the output will be
0-201-70353-X 4 99.96 24.99

Our input says that we sold four copies of the book at $24.99 each, and the output indicates that the total
sold was four, the total revenue was $99.96, and the average price per book was $24.99.

This program starts with two #1include directives, one of which uses a new form. Headers from the
standard library are enclosed in angle brackets (< >). Those that are not part of the library are enclosed
in double quotes (" ").

Inside main we define an object, named book, that we’ll use to hold the data that we read from the

standard input. The next statement reads into that object, and the third statement prints it to the standard
output followed by printing end1.

Adding Sales_items

A more interesting example adds two Sales item objects:

Click here to view code image

#include <iostream>

#include "Sales item.h"

int main () B

{
Sales item iteml, item2;
std::cin >> iteml >> item2; // read a pair of transactions
std::cout << iteml + item2 << std::endl; // printtheir sum



return 0;

}
If we give this program the following input

0-201-78345-X 3 20.00
0-201-78345-X 2 25.00

our output is
0-201-78345-X 5 110 22

This program starts by including the Sales itemand iostream headers. Next we define two
Sales item objects to hold the transactions. We read data into these objects from the standard input.
The output expression does the addition and prints the result.

It’s worth noting how similar this program looks to the one on page 6: We read two inputs and write
their sum. What makes this similarity noteworthy is that instead of reading and printing the sum of two
integers, we’re reading and printing the sum of two Sales item objects. Moreover, the whole idea of
“sum” is different. In the case of ints we are generating a conventional sum—the result of adding two
numeric values. In the case of Sales item objects we use a conceptually new meaning for sum—the
result of adding the components of two Sales item objects.

Using File Redirection

It can be tedious to repeatedly type these transactions as input to the programs you are testing.
Most operating systems support file redirection, which lets us associate a named file with the
standard input and the standard output:

S addItems <infile >outfile

Assuming $ is the system prompt and our addition program has been compiled into an
executable file named addItems.exe (or addItems on UNIX systems), this command will
read transactions from a file named infile and write its output to a file named outfile in
the current directory.

Exercises Section 1.5.1

Exercise 1.20: http://www.informit.convtitle/032174113 contains a copy of Sales item.h

in the Chapter 1 code directory. Copy that file to your working directory. Use it to write a
program that reads a set of book sales transactions, writing each transaction to the standard
output.

Exercise 1.21: Write a program that reads two Sales item objects that have the same 1SBN
and produces their sum.

Exercise 1.22: Write a program that reads several transactions for the same 1SBN. Write the sum
of all the transactions that were read.



http://www.informit.com/title/032174113

1.5.2. A First Look at Member Functions

Our program that adds two Sales 1items should check whether the objects have the same 1SBN. We’ll
do so as follows:

Click here to view code image

#include <iostream>

#include "Sales item.h"

int main ()

{
Sales item iteml, item2;
std::cin >> iteml >> item?2;

// first check that iteml and item2 represent the same book

if (iteml.isbn() == item2.isbn()) {
std::cout << iteml + item2 << std::endl;
return 0; // indicate success

} else {

std::cerr << "Data must refer to same ISBN"
<< std::endl;
return -1; // indicate failure

}

The difference between this program and the previous version is the i f and its associated el se
branch. Even without understanding the i f condition, we know what this program does. If the condition
succeeds, then we write the same output as before and return 0, indicating success. If the condition fails,
we execute the block following the e1se, which prints a message and returns an error indicator.

What Is a Member Function?

The i £ condition

iteml.isbn() == item2.isbn{()

calls a member function named i slbn. A member function is a function that is defined as part of a class.
Member functions are sometimes referred to as methods.

Ordinarily, we call a member function on behalf of an object. For example, the first part of the left-hand
operand of the equality expression

iteml.isbn

uses the dot operator (the “.” operator) to say that we want “the 1 slbn member of the object named
iteml.” The dot operator applies only to objects of class type. The left-hand operand must be an object

of class type, and the right-hand operand must name a member of that type. The result of the dot operator
is the member named by the right-hand operand.

When we use the dot operator to access a member function, we usually do so to call that function. We



call a function using the call operator (the ()_operator). The call operator is a pair of parentheses that
enclose a (possibly empty) list of arguments. The i sbn member function does not take an argument.

Thus,
iteml.isbn ()

calls the i sbn function that is a member of the object named i tem1. This function returns the 1SBN
stored in i teml.

The right-hand operand of the equality operator executes in the same way—it returns the 1SBN stored in
item?. If the 1sBNs are the same, the condition is true; otherwise it is false.

Exercises Section 1.5.2

Exercise 1.23: Write a program that reads several transactions and counts how many
transactions occur for each ISBN.

Exercise 1.24: Test the previous program by giving multiple transactions representing multiple
1sBNs. The records for each 1sBN should be grouped together.

1.6. The Bookstore Program

We are now ready to solve our original bookstore problem. We need to read a file of sales transactions
and produce a report that shows, for each book, the total number of copies sold, the total revenue, and the
average sales price. We’ll assume that all the transactions for each 1SBN are grouped together in the input.

Our program will combine the data for each 1sBN in a variable named total. We’ll use a second
variable named trans to hold each transaction we read. If t rans and total refer to the same ISBN,
we’ll update total. Otherwise we’ll print total and reset it using the transaction we just read:

Click here to view code image

#include <iostream>
#include "Sales item.h"
int main () B
{
Sales item total; // variable to hold data for the next transaction
// read the first transaction and ensure that there are data to process
if (std::cin >> total) {
Sales item trans; // variable to hold the running sum
// read and process the remaining transactions
while (std::cin >> trans) {
// if we're still processing the same book

if (total.isbn() == trans.isbn())
total += trans; // update the running total
else {

// print results for the previous book



std::cout << total << std::endl;
total = trans; // total now refers to the next book

}

std::cout << total << std::endl; // printthe last transaction
} else {

// no input! warn the user

std::cerr << "No data?!" << std::endl;

return -1; // indicate failure
}

return 0;

}

This program is the most complicated one we’ve seen so far, but it uses only facilities that we have
already seen.

As usual, we begin by including the headers that we use, 1 ostream from the library and our own
Sales item.h. Inside main we define an object named total, which we’ll use to sum the data for
a given ISBN. We start by reading the first transaction into total and testing whether the read was
successful. If the read fails, then there are no records and we fall through to the outermost e 1 se branch,
which tells the user that there was no input.

Assuming we have successfully read a record, we execute the block following the outermost i f. That
block starts by defining the object named t rans, which will hold our transactions as we read them. The
while statement will read all the remaining records. As in our earlier programs, the while condition
reads a value from the standard input. In this case, we read a Sales item objectinto trans. As long
as the read succeeds, we execute the body of the while.

The body of the while is a single if statement. The i f checks whether the 1SBNs are equal. If so, we
use the compound assignment operator to add trans to total. If the ISBNs are not equal, we print the
value stored in total and reset total by assigning t rans to it. After executing the i £, we return to
the condition in the whi 1e, reading the next transaction, and so on until we run out of records.

When the while terminates, total contains the data for the last 1SBN in the file. We write the data for
the last 1SBN in the last statement of the block that concludes the outermost i £ statement.

Exercises Section 1.6

Exercise 1.25: Using the Sales item.h header from the Web site, compile and execute the
bookstore program presented in this section.

Chapter Summary

This chapter introduced enough of C++ to let you compile and execute simple C++ programs. We saw
how to define a main function, which is the function that the operating system calls to execute our



program. We also saw how to define variables, how to do input and output, and how to write i f, for,
and whi le statements. The chapter closed by introducing the most fundamental facility in C++: the class.

In this chapter, we saw how to create and use objects of a class that someone else has defined. Later
chapters will show how to define our own classes.

Defined Terms

argument Value passed to a function.
assignment Obliterates an object’s current value and replaces that value by a new one.
block Sequence of zero or more statements enclosed in curly braces.

buffer A region of storage used to hold data. IO facilities often store input (or output) in a buffer and
read or write the buffer independently from actions in the program. Output buffers can be explicitly
flushed to force the buffer to be written. By default, reading cin flushes cout; cout is also

flushed when the program ends normally.
built-in type Type, such as int, defined by the language.

cerr ostream object tied to the standard error, which often writes to the same device as the
standard output. By default, writes to cerr are not buffered. Usually used for error messages or
other output that is not part of the normal logic of the program.

character string literal Another term for string literal.

cin 1 st ream object used to read from the standard input.

class Facility for defining our own data structures together with associated operations. The class is
one of the most fundamental features in C++. Library types, such as i stream and ostream, are

classes.

class type A type defined by a class. The name of the type is the class name.

clog ostream object tied to the standard error. By default, writes to c1og are buffered. Usually
used to report information about program execution to a log file.

comments Program text that is ignored by the compiler. C++ has two kinds of comments: single-line
and paired. Single-line comments start witha / /. Everything from the / / to the end of the line is a
comment. Paired comments begin witha /* and include all text up to the next * /.

condition An expression that is evaluated as true or false. A value of zero is false; any other value
yields true.

cout ostream object used to write to the standard output. Ordinarily used to write the output of a
program.

curly brace Curly braces delimit blocks. An open curly ( {) starts a block; a close curly (}) ends
one.



data structure A logical grouping of data and operations on that data.

edit-compile-debug The process of getting a program to execute properly.

end-of-file System-specific marker that indicates that there is no more input in a file.

expression The smallest unit of computation. An expression consists of one or more operands and
usually one or more operators. Expressions are evaluated to produce a result. For example, assuming
iand jare ints,theni + 7 is anexpression and yields the sum of the two int values.

for statement Iteration statement that provides iterative execution. Often used to repeat a calculation
a fixed number of times.

function Named unit of computation.

function body Block that defines the actions performed by a function.

function name Name by which a function is known and can be called.

header Mechanism whereby the definitions of a class or other names are made available to multiple
programs. A program uses a header through a # include directive.

if statement Conditional execution based on the value of a specified condition. If the condition is
true, the i f body is executed. If not, the e1 se body is executed if there is one.

initialize Give an object a value at the same time that it is created.

iostream Header that provides the library types for stream-oriented input and output.
istream Library type providing stream-oriented input.

library type Type, such as istream, defined by the standard library.

main Function called by the operating system to execute a C++ program. Each program must have
one and only one function named main.

manipulator Object, such as std: : endl, that when read or written “manipulates” the stream
itself.

member function Operation defined by a class. Member functions ordinarily are called to operate
on a specific object.

method Synonym for member function.

namespace Mechanism for putting names defined by a library into a single place. Namespaces help
avoid inadvertent name clashes. The names defined by the C++ library are in the namespace std.

ostream Library type providing stream-oriented output.

parameter list Part of the definition of a function. Possibly empty list that specifies what arguments
can be used to call the function.



return type Type of the value returned by a function.
source file Term used to describe a file that contains a C++ program.

standard error Output stream used for error reporting. Ordinarily, the standard output and the
standard error are tied to the window in which the program is executed.

standard input Input stream usually associated with the window in which the program executes.

standard library Collection of types and functions that every C++ compiler must support. The
library provides the types that support I0. C++ programmers tend to talk about “the library,”
meaning the entire standard library. They also tend to refer to particular parts of the library by
referring to a library type, such as the “i ostream library,” meaning the part of the standard library
that defines the IO classes.

standard output Output stream usually associated with the window in which the program executes.

statement A part of a program that specifies an action to take place when the program is executed.
An expression followed by a semicolon is a statement; other kinds of statements include blocks and
if, for, and while statements, all of which contain other statements within themselves.

std Name of the namespace used by the standard library. std: : cout indicates that we’re using the
name cout defined in the std namespace.

string literal Sequence of zero or more characters enclosed in double quotes ("a string
literal™).

uninitialized variable Variable that is not given an initial value. Variables of class type for which no
initial value is specified are initialized as specified by the class definition. Variables of built-in type
defined inside a function are uninitialized unless explicitly initialized. It is an error to try to use the
value of an uninitialized variable. Uninitialized variables are a rich source of bugs.

variable A named object.

while statement Iteration statement that provides iterative execution so long as a specified condition
is true. The body is executed zero or more times, depending on the truth value of the condition.

() operator Call operator. A pair of parentheses “ () ” following a function name. The operator
causes a function to be invoked. Arguments to the function may be passed inside the parentheses.

++ operator Increment operator. Adds 1 to the operand; ++1 is equivalentto i = 1 + 1.

+=_operator Compound assignment operator that adds the right-hand operand to the left and stores
the result in the left-hand operand; a += b isequivalenttoa = a + b.

. operator Dot operator. Left-hand operand must be an object of class type and the right-hand
operand must be the name of a member of that object. The operator yields the named member of the
given object.

::_operator Scope operator. Among other uses, the scope operator is used to access names in a
namespace. For example, std: : cout denotes the name cout from the namespace std.



= operator Assigns the value of the right-hand operand to the object denoted by the left-hand
operand.

-- operator Decrement operator. Subtracts 1 from the operand; —-1 is equivalentto i = 1 - 1.

<< operator Output operator. Writes the right-hand operand to the output stream indicated by the
left-hand operand: cout << "hi" writes hi to the standard output. Output operations can be

chained together: cout << "hi" << "bye" writes hibye.

>> operator Input operator. Reads from the input stream specified by the left-hand operand into the
right-hand operand: cin >> i reads the next value on the standard input into i. Input operations
can be chained together: cin >> i >> 7 reads firstinto i and then into 7.

# include Directive that makes code in a header available to a program.

== operator The equality operator. Tests whether the left-hand operand is equal to the right-hand
operand.

!= operator The inequality operator. Tests whether the left-hand operand is not equal to the right-
hand operand.

<= operator The less-than-or-equal operator. Tests whether the left-hand operand is less than or
equal to the right-hand operand.

< operator The less-than operator. Tests whether the left-hand operand is less than the right-hand
operand.

>= operator Greater-than-or-equal operator. Tests whether the left-hand operand is greater than or
equal to the right-hand operand.

> operator Greater-than operator. Tests whether the left-hand operand is greater than the right-hand
operand.



Part I: The Basics
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Every widely used programming language provides a common set of features, which differ in detail from
one language to another. Understanding the details of how a language provides these features is the first
step toward understanding the language. Among the most fundamental of these common features are

* Built-in types such as integers, characters, and so forth
* Variables, which let us give names to the objects we use
* Expressions and statements to manipulate values of these types

« Control structures, such as i f or while, that allow us to conditionally or repeatedly execute a set
of actions

* Functions that let us define callable units of computation

Most programming languages supplement these basic features in two ways: They let programmers
extend the language by defining their own types, and they provide library routines that define useful
functions and types not otherwise built into the language.

In C++, as in most programming languages, the type of an object determines what operations can be
performed on it. Whether a particular expression is legal depends on the type of the objects in that
expression. Some languages, such as Smalltalk and Python, check types at run time. In contrast, C++ is a
statically typed language; type checking is done at compile time. As a consequence, the compiler must
know the type of every name used in the program.

C++ provides a set of built-in types, operators to manipulate those types, and a small set of statements
for program flow control. These elements form an alphabet from which we can write large, complicated,
real-world systems. At this basic level, C++ is a simple language. Its expressive power arises from its
support for mechanisms that allow the programmer to define new data structures. Using these facilities,
programmers can shape the language to their own purposes without the language designers having to
anticipate the programmers’ needs.

Perhaps the most important feature in C++ is the class, which lets programmers define their own types.
In C++ such types are sometimes called “class types” to distinguish them from the types that are built into
the language. Some languages let programmers define types that specify only what data make up the type.
Others, like C++, allow programmers to define types that include operations as well as data. A major



design goal of C++ is to let programmers define their own types that are as easy to use as the built-in
types. The Standard C++ library uses these features to implement a rich library of class types and
associated functions.

The first step in mastering C++—Ilearning the basics of the language and library—is the topic of Part I.
Chapter 2 covers the built-in types and looks briefly at the mechanisms for defining our own new types.
Chapter 3 introduces two of the most fundamental library types: string and vector. That chapter also
covers arrays, which are a lower-level data structure built into C++ and many other languages. Chapters 4
through 6 cover expressions, statements, and functions. This part concludes in Chapter 7, which describes
the basics of building our own class types. As we’ll see, defining our own types brings together all that
we’ve learned before, because writing a class entails using the facilities covered in Part I.



Chapter 2. Variables and Basic Types

Contents

Section 2.1 Primitive Built-in Types

Section 2.2 Variables

Section 2.3 Compound Types

Section 2.4 const Qualifier

Section 2.5 Dealing with Types
Section 2.6 Defining Our Own Data Structures

Chapter Summary
Defined Terms

Types are fundamental to any program: They tell us what our data mean and what operations we can
perform on those data.

C++ has extensive support for types. The language defines several primitive types (characters, integers,
floating-point numbers, etc.) and provides mechanisms that let us define our own data types. The library
uses these mechanisms to define more complicated types such as variable-length character strings,
vectors, and so on. This chapter covers the built-in types and begins our coverage of how C++ supports
more complicated types.

Types determine the meaning of the data and operations in our programs. The meaning of even as simple a
statement as

i=1+ 73
depends on the types of 1 and j. If 1 and j are integers, this statement has the ordinary, arithmetic

meaning of +. However, if 1 and j are Sales item objects (§ 1.5.1, p. 20), this statement adds the
components of these two objects.

2.1. Primitive Built-in Types

C++ defines a set of primitive types that include the arithmetic types and a special type named void. The
arithmetic types represent characters, integers, boolean values, and floating-point numbers. The void
type has no associated values and can be used in only a few circumstances, most commonly as the return
type for functions that do not return a value.

2.1.1. Arithmetic Types

o

The arithmetic types are divided into two categories: integral types (which include character and
boolean types) and floating-point types.



The size of—that is, the number of bits in—the arithmetic types varies across machines. The standard
guarantees minimum sizes as listed in Table 2.1. However, compilers are allowed to use larger sizes for
these types. Because the number of bits varies, the largest (or smallest) value that a type can represent
also varies.

Table 2.1. C++: Arithmetic Types

Type Meaning Minimum Size
bool boolean NA

char character 8 bits

wchar t wide character 16 bits

charlé t Unicode character 16 bits

char32 t Unicode character 32 bits

short short integer 16 bits

int integer 16 bits

long long integer 32 bits

long long long integer 64 bits

float single-precision floating-point 6 significant digits
double double-precision floating-point 10 significant digits
long double extended-precision floating-point 10 significant digits

The bool type represents the truth values t rue and false.

There are several character types, most of which exist to support internationalization. The basic
character type is char. A char is guaranteed to be big enough to hold numeric values corresponding to

the characters in the machine’s basic character set. That is, a char is the same size as a single machine
byte.

The remaining character types—wchar t, charl6 t,and char32 t—are used for extended
character sets. The wchar t type is guaranteed to be large enough to hold any character in the machine’s

largest extended character set. The types char16 t and char32 t are intended for Unicode
characters. (Unicode is a standard for representing characters used in essentially any natural language.)

The remaining integral types represent integer values of (potentially) different sizes. The language
guarantees that an int will be at least as large as short, a 1ong at least as large as an int, and 1ong
long at least as large as 1ong. The type 1ong long was introduced by the new standard.

1

Machine-Level Representation of the Built-in Types

Computers store data as a sequence of bits, each holding a 0 or 1, such as

Click here to view code image

00011011011100010110010000111011

Most computers deal with memory as chunks of bits of sizes that are powers of 2. The smallest
chunk of addressable memory is referred to as a “byte.” The basic unit of storage, usually a
small number of bytes, is referred to as a “word.” In C++ a byte has at least as many bits as are



needed to hold a character in the machine’s basic character set. On most machines a byte
contains 8 bits and a word is either 32 or 64 bits, that is, 4 or 8 bytes.

Most computers associate a number (called an “address”) with each byte in memory. On a
machine with 8-bit bytes and 32-bit words, we might view a word of memory as follows

736424 1O 0 1 1 1 0 1 1
736425 |0 0 0 1 1 0 1 1
736426 | 0 1 1 1 0 0 0 1
736427 |0 1 1 0 0 1 0 0

Here, the byte’s address is on the left, with the 8 bits of the byte following the address.

We can use an address to refer to any of several variously sized collections of bits starting at
that address. It is possible to speak of the word at address 736424 or the byte at address
736427. To give meaning to memory at a given address, we must know the type of the value
stored there. The type determines how many bits are used and how to interpret those bits.

If the object at location 736424 has type f1oat and if f1oats on this machine are stored in
32 bits, then we know that the object at that address spans the entire word. The value of that
float depends on the details of how the machine stores floating-point numbers. Alternatively,
if the object at location 736424 is an unsigned char ona machine using the ISO-Latin-1
character set, then the byte at that address represents a semicolon.

The floating-point types represent single-, double-, and extended-precision values. The standard
specifies a minimum number of significant digits. Most compilers provide more precision than the
specified minimum. Typically, f1oats are represented in one word (32 bits), doubles in two words
(64 bits), and 1ong doubles in either three or four words (96 or 128 bits). The f1oat and double
types typically yield about 7 and 16 significant digits, respectively. The type 1ong double is often

used as a way to accommodate special-purpose floating-point hardware; its precision is more likely to
vary from one implementation to another.

Signed and Unsigned Types

Except for bool and the extended character types, the integral types may be signed or unsigned. A

signed type represents negative or positive numbers (including zero); an unsigned type represents only
values greater than or equal to zero.

The types int, short, long, and long long are all signed. We obtain the corresponding
unsigned type by adding unsigned to the type, such as unsigned long. The type unsigned int
may be abbreviated as unsigned.

Unlike the other integer types, there are three distinct basic character types: char, signed char,
and unsigned char. Inparticular, char is not the same type as signed char. Although there are
three character types, there are only two representations: signed and unsigned. The (plain) char type
uses one of these representations. Which of the other two character representations is equivalent to char
depends on the compiler.



In an unsigned type, all the bits represent the value. For example, an 8-bit unsigned char can hold
the values from 0 through 255 inclusive.

The standard does not define how signed types are represented, but does specify that the range should
be evenly divided between positive and negative values. Hence, an 8-bit signed char is guaranteed

to be able to hold values from —127 through 127; most modern machines use representations that allow
values from —128 through 127.

Advice: Deciding which Type to Use

C++, like C, is designed to let programs get close to the hardware when necessary. The
arithmetic types are defined to cater to the peculiarities of various kinds of hardware.
Accordingly, the number of arithmetic types in C++ can be bewildering. Most programmers can
(and should) ignore these complexities by restricting the types they use. A few rules of thumb
can be useful in deciding which type to use:

* Use an unsigned type when you know that the values cannot be negative.

» Use int for integer arithmetic. short is usually too small and, in practice, 1 ong often has
the same size as int. If your data values are larger than the minimum guaranteed size of an
int, thenuse long long.

* Do not use plain char or bool in arithmetic expressions. Use them only to hold characters
or truth values. Computations using char are especially problematic because char is
signed on some machines and unsigned on others. If you need a tiny integer, explicitly
specify either signed char or unsigned char.

» Use double for floating-point computations; £ 1oat usually does not have enough precision,
and the cost of double-precision calculations versus single-precision is negligible. In fact, on
some machines, double-precision operations are faster than single. The precision offered by
long double usually is unnecessary and often entails considerable run-time cost.

Exercises Section 2.1.1
Exercise 2.1: What are the differences between int, long, long long, and short?
Between an unsigned and a signed type? Betweena f1oat and a double?

Exercise 2.2: To calculate a mortgage payment, what types would you use for the rate,
principal, and payment? Explain why you selected each type.

2.1.2. Type Conversions

o

The type of an object defines the data that an object might contain and what operations that object can
perform. Among the operations that many types support is the ability to convert objects of the given type



to other, related types.

Type conversions happen automatically when we use an object of one type where an object of another
type is expected. We’ll have more to say about conversions in § 4.11 (p. 159), but for now it is useful to
understand what happens when we assign a value of one type to an object of another type.

When we assign one arithmetic type to another:
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bool b = 42; // b is true

int 1 = b; // 1 hasvalue 1

i = 3.14; // 1 hasvalue 3

double pi = 1i; // pi has value 3.0

unsigned char ¢ = -1; // assuming 8-bit chars, c has value 255

signed char c2 = 256; // assuming 8-bit chars, the value of c2 is undefined

what happens depends on the range of the values that the types permit:

* When we assign one of the nonboo1 arithmetic types to a bool object, the result is false if the
value is 0 and t rue otherwise.

» When we assign a bool to one of the other arithmetic types, the resulting value is 1 if the bool is
true and O if the bool is false.

» When we assign a floating-point value to an object of integral type, the value is truncated. The
value that is stored is the part before the decimal point.

* When we assign an integral value to an object of floating-point type, the fractional part is zero.
Precision may be lost if the integer has more bits than the floating-point object can accommodate.

« If we assign an out-of-range value to an object of unsigned type, the result is the remainder of the
value modulo the number of values the target type can hold. For example, an 8-bit unsigned

char can hold values from 0 through 255, inclusive. If we assign a value outside this range, the

compiler assigns the remainder of that value modulo 256. Therefore, assigning —1 to an 8-bit
unsigned char gives that object the value 255.

« If we assign an out-of-range value to an object of signed type, the result is undefined. The program
might appear to work, it might crash, or it might produce garbage values.

Advice: Avoid Undefined and Implementation-Defined Behavior

Undefined behavior results from errors that the compiler is not required (and sometimes is not
able) to detect. Even if the code compiles, a program that executes an undefined expression is
in error.

Unfortunately, programs that contain undefined behavior can appear to execute correctly in
some circumstances and/or on some compilers. There is no guarantee that the same program,
compiled under a different compiler or even a subsequent release of the same compiler, will
continue to run correctly. Nor is there any guarantee that what works with one set of inputs will
work with another.

Similarly, programs usually should avoid implementation-defined behavior, such as assuming



that the size of an int is a fixed and known value. Such programs are said to be nonportable.
When the program is moved to another machine, code that relied on implementation-defined
behavior may fail. Tracking down these sorts of problems in previously working programs is,
mildly put, unpleasant.

The compiler applies these same type conversions when we use a value of one arithmetic type where a
value of another arithmetic type is expected. For example, when we use a nonbool value as a condition

(8§ 1.4.1, p. 12), the arithmetic value is converted to boo1 in the same way that it would be converted if
we had assigned that arithmetic value to a boo1 variable:

Click here to view code image

int 1 = 42;
if (1) // condition will evaluate as true
i=0;
If the value is O, then the condition is false; all other (nonzero) values yield true.

By the same token, when we use a boo1 in an arithmetic expression, its value always converts to
either O or 1. As a result, using a bool in an arithmetic expression is almost surely incorrect.

Expressions Involving Unsigned Types

G

Although we are unlikely to intentionally assign a negative value to an object of unsigned type, we can
(all too easily) write code that does so implicitly. For example, if we use both unsigned and int
values in an arithmetic expression, the int value ordinarily is converted to unsigned. Converting an
int to unsigned executes the same way as if we assigned the int to an unsigned:
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unsigned u = 10;

int 1 = -42;

std::cout << i + 1 << std::endl; // prints -84

std::cout << u + 1 << std::endl; // if32-bit ints, prints 4294967264

In the first expression, we add two (negative) int values and obtain the expected result. In the second
expression, the int value —42 is converted to unsigned before the addition is done. Converting a
negative number to unsigned behaves exactly as if we had attempted to assign that negative value to an
unsigned object. The value “wraps around” as described above.

Regardless of whether one or both operands are unsigned, if we subtract a value from an unsigned, we
must be sure that the result cannot be negative:

Click here to view code image

unsigned ul = 42, u2 = 10;
std::cout << ul - u2 << std::endl; // ok:resultis 32



std::cout << u2 - ul << std::endl; // ok: butthe result will wrap around

The fact that an unsigned cannot be less than zero also affects how we write loops. For example, in the
exercises to § 1.4.1 (p. 13), you were to write a loop that used the decrement operator to print the
numbers from 10 down to 0. The loop you wrote probably looked something like

Click here to view code image

for (int 1 = 10; 1 >= 0; --1)
std::cout << 1 << std::endl;

We might think we could rewrite this loop using an unsigned. After all, we don’t plan to print negative
numbers. However, this simple change in type means that our loop will never terminate:

Click here to view code image

// WRONG: u can never be less than 0; the condition will always succeed
for (unsigned u = 10; u >